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Abstract 

Scientific Visualization remains an integral and inevitable part of every meaningful scientific, industrial and academic 
research. The focus of this study is to demystify the evolution, design and programmatic construction of scientific 
visualizations. Real life demonstrations have been achieved in this work using Python Programming Language. This 
work begins by exploring the programming environment based on a Python Integrated Development Environment 
(IDE) – the Anaconda. The IDE usage was shown in a chronological sequence with accompanying visual outcomes. The 
use of plot libraries was discussed, and implemented in real life. One of the demonstration projects is the Zig-Zag plot. 
Studies were also done on sub-plotting, and how it is used in scientific visualizations, especially where there is necessity 
to generate variations of outputs originating from a singular dataset. The work also explores the use of pie charts for 
presentations. A real-life case of how this could be used to visualize the halls of a residential university was 
demonstrated, with each of the data components labelled in distinct colours. It is hoped that this work will serve as a 
foothold and useful guide to researchers and other practitioners involved in real life scientific visualization.  
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1. Introduction

The strength of scientific visualization stems from the generally accepted norm, that a picture speaks more than a 
thousand words [1]. This cannot be overemphasized in scientific research, where the authenticity of theoretical 
outcomes needs to be re-enforced using corresponding visualizations. Having mentioned the need for visualizations, 
the ability of researchers and learners to do-it-by-themselves appears to be of utmost necessity. This work therefore 
lays an unambiguous foundation for delving into practical implementations of scientific visualizations, especially from 
the programmatic point of view. This work demonstrates this using Python Programming Language. A number of 
foundational concepts were covered, some of which are graphical plotting and sub-plotting. Other areas explored in this 
work are generation of pie charts, bar charts, among others. The next section of this work will focus on the development 
environment.  

2. Exploring the Development Environment

This section begins with an exploratory study of the programming environment [2]. The laboratory cases of this study 
were carried out in a Python. First, the programming tools are installed accordingly. This is simplified by installing 
Anaconda [3], a popular open-source [4] Integrated Development Environment (IDE) [5]. The use of an efficient IDE, 
especially those that incorporate reusable modules no doubt, increase project completion speed in a significant way. 
The power of Anaconda IDE stems from the fact that it is fused with about a dozen or more tools that enhance software 
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construction in a very professional manner. Some of such enabling tools are: Jupyter Notebook [6], Spyder [7], 
Powershell Prompt [8], among others as shown in the Anaconda Navigation screen in Fig.1. 

 

Figure 1 Anaconda Navigation Screen  

After a successful installation and launching of the IDE, a number of steps are taken in order to access the programming 
environment, as outlined in the flowchart in Fig. 2. The flowchart [9] consists of a total of seven distinct chronological 
steps, labelled accordingly from 1 to 7. In that order, the user first invokes the IDE from command prompt, and when 
the navigator appears, the user clicks on Jupyter 6.3.0 icon. The terminal pull-down arrow [10] is clicked, and this is 
followed by the appearance of the power-shell dark screen. Note that this could take a while, thus the necessity to wait 
a while, as explicitly indicated in step 5. With the appearance of the dark screen, the user types the IDLE command, and 
presses ENTER key. 

 

Figure 2 Flowchart for accessing the Python 3.8.8. Programming Screen  
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The final outcome in the outlined chronology of steps is the appearance of the Python 3.8.8 programming screen as 
indicated in step 7, signaling that actual system construction can now commence. A sample Python 3.8.8 screen is shown 
in Fig. 3. As shown, there is a unique prompt “>>>” where direct commands can be issued for system execution. There 
are also seven sub-menus [11] consisting of “File”, “Edit”, “Shell”, “Debug”, “Options”, “Window” and “Help” which are 
useful for the actual system construction. These will not be discussed further in this research. 

 

Figure 3 Python 3.8.8 Programming Screen 

3. The Plot Library 

One of the key engines of visualization and graphics in Python is the plot library, commonly known as the Matplotlib 
[12]. The matplotlib drives diverse forms of scientific plots. One of the pre-requisites for using the matplotlib is that it 
has to first be imported. The import command [13] could be achieved using a number of methods, two of which are 
shown in the syntax statement in Fig. 4. 

 

Figure 4 Matplotlib Syntax Statement  

The first syntax specifies the asterisk “*”, which by implication, imports all the contents of the matplotlib. On the other 
hands, the second option also imports the matplotlib, but in this case, uses an alias which is specified as “plt”. Whichever 
case is used, the import statement must be issued before the actual plot comes into place. The syntax for the plot 
invocation is shown in STM1 (Statement 1) in Fig. 5, where x, y are tuples of equal cardinalities, and in some cases, [x,] 
is an optional component of the syntax [14]. Also, in line with the general syntax of the plot statements in STM1, it 
implies that the statement STM2 is a valid and acceptable plot command, where the first tuple is [1,2,3,4] and the second 
one is [4,2,6,3]. The tuples [15] can also be presented in indirect format, by first assigning the tuples to variables, and 
the variables then inserted as arguments to the plot invocation call, as shown in statement STM3. 

It can also be deduced that since one of the arguments in STM1 is optional, it implies that statement STM4 is also a valid 
and acceptable plot invocation [16]. Finally, it is important to note that a number of Python installations require an 
explicit show statement in order to activate a visual presentation of the internal plots, as will be demonstrated in this 
work. 
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Figure 5 Plot Statement Variations  

3.1. Illustration 1 - The Zig- Zag Project 

The Zig-Zag Project [17] is the first practical implementation in this research. The plot statement makes use of an 
argument given by Equ (1). 

𝐴𝑟𝑔 = [𝑍, 𝑀, 𝑍, 𝑀, 𝑍, 𝑀, … . ] (1) 

where Z = Zero, and M = uniform height. 

Thus, a sample code for a zig-zag plot of uniform height M =2 is shown in Fig. 6. 

 

 

Figure 6 The Zig-Zag Code for Uniform Height M=2  

 

The output after running the source code for the simple zig-zag project is shown in Fig. 7. 
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Figure 7 The Zig-Zag Code for Uniform Height M=2 

4.  Sub-Plot Generation  

Sub-plots can be defined as a series of plots in an organized visualized matrix format [18]. Each of the cells in the sub-
plots could represent same type, or different types of plots. For instance, one could visualize a singular set of data as a 
graph [19], a bar chart [20], a pie chart [21], a scatter diagram [22], among others, all within the subplot. A sample grid 
architecture [23] for a subplot is shown in Fig. 8, where Vxy represents a visual output in row x, column y. 

 

Figure 8 Subplot arrangement in visualized 2x3 matrix format  

As shown in the subplot architecture, there are a total 2 x 3 which is 6 possible visual options that can be displayed. The 
general rule is that any grid x points to a subplot (**x), where the asterisks represent the rows and columns. Thus, in 
the example shown in Fig. 8, the grids are accessed using the integers x=1,…6 as narrated in Table 1. 

Table 1 Grid access representation table 

Grids Exact Sub-Plot 

Grid 1 Subplot (231) 

Grid 2 Subplot (232) 

Grid 3 Subplot (233) 

Grid 4 Subplot (234) 

Grid 5 Subplot (235) 

Grid 6 Subplot (236) 
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A programmer begins by ensuring that all the sub-plots must be collated as a single entity. This is achieved using a 
Figure Command with the general syntax [24] given by figure (). An illustration will be given at the appropriate section 
of this work.  

4.1. Illustration 2 - The Sub-Plots Project  

The aim of this practical illustration is to create six subplots consisting of an ordinary graph, a bar graph, a horizontal 
bar chart, a stacked bar chart [25], a box plot [26], and a scatter plot respectively at the same time, using a singular piece 
of data. The system flow chart is shown in Fig. 9. 

 

Figure 9 Sub-Plot Flowchart  

As show in the flow diagram, the data used in building the visualization are presented using the variables x and y. 
Thereafter, a grid is created, and the exact value is decided in a form of decisional structure [27], though in actual 
programming, this follows a simple chronology. For instance, the sixth grid leads to the drawing of a scatter plot. The 
source code [28] is shown in Fig. 10. 
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Figure 10 Source Code for Sub-Plots 

It is important to mention that it is very necessary to issue the show () statement, since this leads to the actual display 
of the visual output on the screen. The resulting output is shown in Fig. 11. The importance of sub-plotting cannot be 
overemphasized, as it makes it possible of researchers to present a particular piece of data, using various options, side 
by side. Invariably, such a step helps to demystify analytical complexities [29] as much as possible. 

 

Figure 11 Resulting Output from Sub-Plots Code 
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5. Pie Chart Generation  

Pie chart is used in a number of scientific visualizations. A typical pie chart consists of a number of sectors, whose sizes 
are determined by the enclosed angles of such sectors. It is important to state that drawing the chart follows an anti-
clockwise direction [30]. The label parameter is used to insert labels to the components of the pie chart. An illustration 
will be presented here. 

5.1. Illustration 3 – Pie Based Hall Visualization  

Suppose a residential university has five students’ hall, with a total of 1,171 students distributed as shown in Table 2. 
The goal is to programmatically visualize this using pie chart. 

Table 2 School Hall Identification Data 

Label Count 

Ifeanyi Hall 200 

Esther Hall 350 

Fredrick Hall 115 

Sheriff Hall 416 

Oluwa Hall 90 

 

The source code is show in Fig. 12. In solving this problem, the numpy module was imported, and its special array facility 
utilized accordingly. As shown in the code, the different components of the pie chart were given distinct labels, being 
the names of the halls, as well as distinct colours. The colours are Ifeanyi Hall Black, Esther Hall  Green, Fredrick 
Hall  Blue, Sheriff Hall Yellow and Oluwa Hall  Cyan respectively. 

 

Figure 12 Source Code for Pie Chart Generation  

The output after program run is shown in Fig. 13. It is important to mention that there are other parameters [31] that 
could be specified in the process of decorating the pie visualization. One of such parameters is the “explode”. When one 
specifies the explode, then the tagged sector of the pie chart is pulled out of the rest of the other sectors. 



World Journal of Advanced Research and Reviews, 2021, 11(03), 413–423 

421 

 

Figure 13 Source Code for Pie Chart Generation  

For instance, to tag the explode option [32] on the Esther Hall, the following modifications should be included in the 
original code.  

vexplode =[0, 0.2, 0,0,0] 

plt.pie(y, labels = vlabels, colors = vcolors, explode=vexplode)  

6. Conclusion 

This work has presented a practical oriented study of scientific visualization. The importance of Scientific Visualization 
cannot be overemphasized. Most importantly is the necessity for computer scientists and researchers to be able to 
practically utilize the available tools, and possibly evolve new ones. This work is a stepping stone towards 
understanding and implementing scientific visualization in real life. It demonstrates how to use a popular Python 
Integrated Development Environment (IDE) known as Anaconda in building visualizations. Real life demonstrations of 
plotting and sub-plotting were demonstrated. Other outputs demonstrated are bar chart, pier chart, scatter plots, among 
others. It is hoped that this work will be very useful to researchers and other practitioners involved in real life scientific 
visualization. In order to enhance understanding of this subject matter, a number of source code segments were shown. 
There were also well annotated flow diagrams, among others. It is hoped that this work will be very useful to researchers 
and other stakeholders with interest in python-based scientific visualizations.  
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